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This book is dedicated to the memory of my mother, Lorraine Kalb.

I started learning about programming when I was 16 years old,
at Columbia High School in Maplewood, New Jersey.
We were extremely fortunate to have a very early computer,
an IBM 1130, that students could use.

I remember learning the basics of the Fortran programming language
and writing a simple program that would add two numbers together
and print the result. I was thrilled when I finally got my program to
work correctly. It was a rewarding feeling to be able to get this huge,
complicated machine to do exactly what I wanted it to do.

I clearly remember explaining to my mother that I wrote this
program that got the computer to add 9 and 5 and come up with an
answer of 14. She said that she didn’t need a computer to do that.
I tried to explain to her that getting the answer of 14 was not the
important part. What was important was that I had written a
program that would add any two numbers and print the result. She
still didn’t get it, but she was happy for me and very supportive.

Hopefully, through my explanations in this book, you will get it.
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CHAPTER 1

Getting Started

Congratulations! You have made a wise decision. No, not the decision to buy this book,
although I think that will turn out to be a wise decision also. I mean you have made a
wise decision to learn the basics of computer programming using the Python language.

In this book, I teach you the fundamentals of writing computer software. I assume
that you have never written any software before, so I start completely from scratch. The
only requirements are that you possess a basic knowledge of algebra and a good sense
oflogic. As the book progresses, each chapter builds upon the information learned in
the previous chapter(s). The overall goal is to give you a solid introduction to the way
that computer code and data interact to form well-written programs. I introduce the
key elements of software, including variables, functions, if/else statements, loops,
lists, and strings. I offer many real-world examples that should help explain the uses of
each of these elements. I also give definitions to help you with the new vocabulary that I
introduce.

This book is not intended to be comprehensive. Rather, it is an introduction that
gives you a solid foundation in programming. The approach is highly interactive, asking
you to create small programs along the way as a chance to practice what has been
explained in each chapter. By the end of the book, you should be comfortable writing
small to medium-sized programs in Python.

This first chapter covers the following topics:

e Introducing Python

e Getting Python installed on your computer
e Using IDLE and the Python Shell

e Writing your first program: Hello World

o Creating, saving, and running Python files

¢ Working with IDLE on multiple platforms

© Irv Kalb 2018
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What Is Python?

Python is a general-purpose programming language. That means it was designed and
developed to write software for a wide variety of disciplines. Python has been used to
write applications to solve problems in biology, chemistry, financial analysis, numerical
analysis, robotics, and many other fields. It is also widely used as a scripting language for
use by computer administrators, who use it to capture and replay sequences of computer
commands. It is different from a language like HTML (HyperText Markup Language),
which was designed for the single purpose of allowing people to specify the layout of a
web page.

Once you learn the basic concepts of a programming language like Python, you
find that you can pick up a new computer languages very quickly. No matter what the
language (and there are many) the underlying concepts are very similar. The key things
that you learn about—variables, assignment statements, if statements, while loops,
function calls—are all concepts that are easily transferable to any other programming
language.

Installing Python

Python was created in the 1990s by Guido van Rossum. He is affectionately known as
Python’s Benevolent Dictator for Life. The language has two current versions: 2.7 and
3.6. Version 2.7 is still widely used, but its “end of life” has recently been announced.
Therefore, this version of the book will use the newer Python 3, as it is known. With
respect to the contents of this book, there are only a few differences between the versions
of the language. Where appropriate, I point out how something presented in Python 3
was handled in Python 2.

Python is maintained as an open source project by a group called the Python
Software Foundation. Because it is open source, Python is free. There is no single
company that owns and/or sells the software. You can get everything you need to write
and run all the Python programs in this book by simply downloading Python from the
Internet. I'll explain how you can get it and install it.

The center of the Python universe is at www. python.org.

Bring up the browser of your choice and go to that address. The site changes over
time, but the essential functionality should remain the same. On the main page, there
should be a Downloads button or rollover. Once you're in the Downloads area, you
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should be able to select Windows, Mac, or Other Platforms (which includes Linux).
After choosing your operating system, you should get an opportunity to choose between
versions 3.x.y (whatever is the current subversion of Python 3) and version 2.x.y
(whatever is the current subversion of Python 2). Choose version 3.x.y.

Clicking the button downloads an installer file. On a Mac, the downloaded file has
aname like python-3.6.4-macosx10.6pkg. On a Windows computer, the file has a
name like python-3.6.4-msi. On either platform, find the file that was downloaded and
double-click it. That should start the installation process, which should be very simple.

IDLE and the Python Shell

There are many different software development environments (applications) that you can
use to write code in Python. It may seem odd that you use a program to write a program,
but that’s what a software development environment is. Some of these environments are
free; others can be costly. They differ in the tools they offer to help programmers be more
efficient.

The environment we will use in this book is called IDLE. You might think that IDLE
is an acronym, maybe Interactive DeveLopment Environment. When the name was
chosen, it didn’t mean anything. In fact, the name Python doesn’t refer to the snake.
Apparently, Guido van Rossum was a big fan of Monty Python’s Flying Circus, a TV
series by a well-known comedy group from Britain, and he named the language after
them. One of the founding members of Monty Python was Eric Idle. The name IDLE is a
reference to him.

IDLE is free. When you download and run the Python installer, it installs IDLE on
your computer. Once installed, you can find IDLE on a Mac by opening the applications
folder and locating the folder named Python 3.x. Once you open it, you should see the
IDLE application. To open IDLE, double-click the icon. On Windows, IDLE is installed
in the standard Program Files folder. If your version of Windows has a Start button, click
the Start button and type IDLE in the type-in field. Otherwise, you might have to do a
Control+R or Control+Q to bring up a dialog box where you can type IDLE. However you
open IDLE, you should see a window with contents that look something like this:

Python 3.6.1 (v3.6.1:69c0db5050, Mar 21 2017, 01:21:04)

[GCC 4.2.1 (Apple Inc. build 5666) (dot 3)] on darwin

Type "copyright", "credits" or "license()" for more information.
>>>
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This window is called the Python Shell. In fact, the title of the window should be
Python 3.x.y Shell.

Hello World

There is a tradition that when programmers learn a new computer language, they try
writing what is called the Hello World program. That is, just to make sure they can get
something to work, they write a simple program that writes out “Hello World!”

Let’s do that now with Python. The Python Shell (commonly just called the Shell)
gives you a prompt that looks like three greater-than signs. This is called the chevron
prompt or simply the prompt. When you see the prompt, it means the Shell is ready for
you to type something. Throughout this book, I strongly encourage you to use the IDLE
environment by trying out code as I explain it. At the prompt, enter the following:

>>> print('Hello World!")
Then press the Return key or Enter key. When you do, you should see this:

>>> print('Hello World!")
Hello World!
>>>

Congratulations! You have just written your first computer program. You told the
computer to do something, and it did exactly what you told it to do. My work is done
here. You're not quite ready to add Python programmer to your résumé and get a job as a
professional computer programmer, but you are off to a good start!

Note If you don’t like the font and/or size of the text used in the Shell, you can
choose IDLE » Preferences (Mac) or Configure IDLE (Windows) and easily change
either or both.

One of the key advantages of the Python language is how readable it is. The program
you just wrote is simply the word print, an open parenthesis, whatever you want to be
printed (inside quotes), and a closing parenthesis. Anyone can understand the Hello
World program written in Python. But to make this point very clear, let’s see what you
have to do to write the Hello World program in some other popular languages.
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You've probably heard of the language called C, perhaps the most widely used
programming language in the world. Here is what you have to write in C to get the same
results:

#include <stdio.h>

int main(void)

{
printf("Hello World!\n");
return O;

}

Notice all the brackets, parentheses, braces, and semicolons you need to have, along
with how many lines you have to write?

There is another language called C++, which is a modification of the original C
language to give it more power. Here’s what the Hello World program looks like in C++:

#include "std 1lib facilities.h"

int main()
{
cout << "Hello World!\n";
return 0;
}
Not surprisingly, it also has many brackets, parentheses, braces, and semicolons.
Finally, here is the same Hello World program written in Java, yet another popular
computer language:

public class HelloWorld {
public static void main(String[] args) {
System.out.println("Hello World!");

Again, there are many brackets, parentheses, and semicolons, and many words with
meanings that are not immediately obvious.

By comparison, notice how English-like, simple, and readable the Python version
is. This readability and simplicity are big reasons why Python is growing in popularity,
especially as a language used to teach programming to beginners.
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Creating, Saving, and Running a Python File

So far, you have only seen a single line of Python code:
>>> print('Hello World!")

You typed it into the Shell and pressed Enter or Return to make it run. Typing one
line at a time into the Shell is a great way to learn Python, and it is very handy for trying
out things quickly. But soon I'll have you writing programs with tens, hundreds, and
maybe thousands of lines of code. The Shell is not an appropriate place for writing large
programs. Python, like every other computer language, allows you to put the code you
write into a file and save it. Programs saved this way can be opened at any time and run
without having to retype them. I'll explain how we do this in Python.

Just like any standard word processor or spreadsheet program, to create a new file in
IDLE, you go to the File menu and select New File (denoted from here on as File » New
File). You can also use the keyboard shortcuts Control+N (Windows) or Command+N
(Mac).

This opens a new, blank editing window, waiting for you to enter Python code. It
behaves just like any text editing program you have ever used. You enter your Python
code, line by line, similar to the way that you did it in the Shell. However, when you
press Return or Enter at the end of a line, the line does not run—it does not produce
immediate results as it did in the Shell. Instead, the cursor just moves down to allow
you to enter another line. You can use all the standard text-editing features that you
are used to: Cut, Copy, Paste, Find, Replace, and so on. You can move around the
lines of code using the arrow keys or by clicking the mouse. When a program gets
long enough, scrolling becomes enabled. You can select multiple lines using the
standard click-and-drag or click to create a starting point and Shift-click to mark an
ending point.

Let’s build a simple program containing three print statements. Open a new file.
Notice that when you open the file, it is named Untitled in the window title. Enter the
following:

print('I am now entering Python code into a Python file.')
print('When I press Return or Enter here, nothing happens.")
print('This is the last line.')
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When you type the word print, IDLE colorizes it (both here in the editing window
and when you type it in the Shell). This is IDLE letting you know that this is a word that
it recognizes. IDLE also turns all the words enclosed in quotes to green. This also is an
acknowledgement from IDLE that it has an understanding of what you are trying to say.

Notice that when you started typing, the window title changed to *Untitled*. The
asterisks around the name are there to show that the contents of the file have been
changed, but the file has not been saved. That is, IDLE knows about the new content, but
the content has not yet been written to the hard disk. To save the file, press the standard
Control+S (Windows) or Command+S (Mac). Alternatively, you can click File » Save.
Because this is the first time the file is being saved, you see the standard Save dialog box.
Feel free to navigate to a folder where you are able to find your Python files(s), or click
the New Folder button to create a new folder. In the top of the box, where it says “Save
As’, enter a name for this file. Because we are just testing things out, you can name the
file Test. However, Python filenames should always end with a . py extension. Therefore,
you should enter the name Test.py in the Save As box.

Note If you save your Python file without a . py extension, IDLE will not recognize
it as a Python file. If Python does not know that your file is a Python file, it will not
colorize your code. This may not seem important now, but it will turn out to be very
helpful when you start writing larger programs. So make it a habit right from the
start to always ensure that your Python file names end with the. py extension.

Now that we have a saved Python file, we want to run, or execute, the statements in
the file. To do that, click Run » Run Module or press the F5 shortcut key. If everything
went well, the program should print the following in the Shell:

I am now entering Python code into a Python file.
When I press Return or Enter here, nothing happens.
This is the last line.

Now let’s quit IDLE by pressing Control+Q (Windows) or Command+Q (Mac) keys.
Alternatively, you can click IDLE » Exit (Windows) or IDLE » Quit IDLE (Mac).

When you are ready to open IDLE again, you have choices. You can open IDLE by
typing IDLE into the Start menu (Windows) or by double-clicking the IDLE icon (Mac).
If you then want to open a previously saved Python file, you can click File » Open and
navigate to the file you want to open.
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However, if you want to open IDLE and open a previously saved Python file, you can
navigate to the saved Python file (for example, find the Test. py file that you just saved)
and open IDLE by opening the file. On Windows, if you double-click the icon, a window
typically opens and closes very fast. This runs the Python program, but does not keep
the window open. Instead, to open the file and IDLE, right-click the file icon. From the
context menu that appears, select the second item, Edit with IDLE.

On a Mac, you can simply double-click the file icon. If double-clicking the Python
file opens a program other than IDLE, you can fix that with a one-time change. Quit
whatever program opened. Select the Python file. Press Command+I (or click File »
Get Info), which opens a long dialog box. In the section labeled “Open with’, select the
IDLE application (IDLE.app). Finally, click the Change All button. Once you do that,
you should be able to double-click any file whose name ends in . py, and it should
open with IDLE.

Programming typically involves iterations of edits to one or more Python files.
Each time you make changes and you want to test the new code, you must save the
file and then run it. If you don’t save the file before you try to run it, IDLE will prompt
you by asking you to save the file. You’ll quickly become familiar with the typical
development cycle of edit your code, save the file (Command+S or Control+S), and
run the program (F5).

IDLE on Multiple Platforms

One other very nice feature of Python and IDLE is that the environment is almost
completely platform independent. That is, the IDLE environment looks almost identical
on a Windows computer, Mac, or Linux system. The only differences are those associated
with the particular operating system (such as the look of the window’s title bar, the
location of the menus, the look of the dialog boxes, and so on). These are very minor
details. Overall, the platform you run on does not matter.

Perhaps even more importantly, the code you write is platform independent. If
you create a Python file on one platform, you can move that file to another platform
and it will open and run just fine. Many programmers use multiple systems to develop
Python code. In fact, even though I typically develop most of my Python code on a Mac,
I often bring these same files into classrooms, open them, teach with them on Windows
systems.
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Summary

In this chapter, you got up and running with Python. You should now have Python
installed on your computer and have a good understanding of what the IDLE
environment is. You built the standard Hello World program in the Shell, and then used
the editor window to build, save, and run a simple multiline Python program (whose
name ends in . py) made up of print statements. Finally, you learned that Python and
the IDLE environment are platform independent.



CHAPTER 2

Variables and Assignment
Statements

This chapter covers the following topics:

A sample Python program

Building blocks of programming

Four types of data

What a variable is

Rules for naming variables

Giving a variable a value with an assignment statement
A good way to name variables

Special Python keywords

Case sensitivity

More complicated assignment statements
Print statements

Basic math operators

Order of operations and parentheses

A few small sample programs

Additional naming conventions

How to add comments in a program

Use of “whitespace”

Errors in programs

© Irv Kalb 2018
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A Sample Python Program

Let’s jump right in and see an example of what Python code looks like. You are probably
familiar with a simple toy called the Magic 8-Ball, made by Mattel, Inc. To play with the
toy, you ask it a yes-or-no question, turn the ball over, and the ball gives you one of a
number of possible answers. Here is the output of a Python program that simulates the
Magic 8-Ball:

Ask the Magic 8-Ball a question (Return or Enter to quit): Will this be a
great book?
Absolutely!

Ask the Magic 8-Ball a question (Return or Enter to quit): Will I learn to
program in Python?
Answer is foggy, ask again later.

Ask the Magic 8-Ball a question (Return or Enter to quit): Will I learn to
program in Python?
You may rely on it.

Ask the Magic 8-Ball a question (Return or Enter to quit): Will I be able
to play football in the NFL?
No way, dude!

Ask the Magic 8-Ball a question (Return or Enter to quit): Will I make a
million dollars?
Absolutely!

Ask the Magic 8-Ball a question (Return or Enter to quit): Does the Magic
8-Ball ever make mistakes?
No way, dude!

Ask the Magic 8-Ball a question (Return or Enter to quit):

12
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Now, let’s jump right in and take a look at the underlying code of this program.
I'm showing you this just to give you a feeling for what Python code looks like. I am
certainly not expecting you to understand much of this code. At this point, the details are

unimportant. Here it is:
import random # Allow the program to use random numbers

while True:
print() # prints a blank line

usersQuestion = input('Ask the Magic 8-Ball a question
(press enter to quit): ')
if usersQuestion == “:

break # we're done

randomAnswer = random.randrange(0, 8) # pick a random number

if randomAnswer ==
print('It is certain.')

elif randomAnswer ==
print('Absolutely!")

elif randomAnswer ==
print('You may rely on it.")

elif randomAnswer

:3:
print('Answer is foggy, ask again later.')

elif randomAnswer == 4:

print('Concentrate and ask again.')

elif randomAnswer ==
print('Unsure at this point, try again.')

elif randomAnswer == 6:
print('No way, dude!')

elif randomAnswer ==
print('No, no, no, no, no.')

13
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Here’s a very quick explanation: at the top, there is a line that allows the program
to use random numbers. Then there is a line that sayswhile True. This line creates
something called a loop, which is a portion of a program that runs over and over again.
In this case, it allows the user to ask a question and get an answer, and then enter
another question and get another answer, and on and on.

Moving down, there is a line that causes Ask the Magic 8-Ball a question tobe
printed out and allows the user to type a question for the Magic 8-Ball to answer.

Skipping down a few lines, the program generates a random number between 0 and 7.
After generating the random number, the program then checks to see if the value of the
random number is 0. If so, it tells the user the answer: It is certain. Otherwise, if the
value of the randomly chosen number is 1, it tells the user: You may rely on it.

The rest of the lines work similarly, checking the random number and giving
different outputs.

After the program prints an answer, because the program is inside the loop, the
program goes around again and tells the user to ask another question. And the process
keeps going.

As I said, don’t worry about the details of the program—just get a sense of how the
program does what it does. But there are some things to notice. First, see how readable
this code is. With only this brief introduction, you can probably get a feeling for the basic
logical flow of how the program operates. Second, notice that the program asks the user
for input, does some computation, and generates some output. These are the three main
steps in almost all computer programs.

Let’s get into programming 101. This may be extremely basic, but I want to start right
at the beginning, create a solid foundation, and then build on that.

The Building Blocks of Programming

The two basic building blocks of programming are code and data. Code is a set of
instructions that tell the computer what to perform and how it should perform. But I
want to start our discussion with data.

Data refers to the quantities, characters, and/or symbols on which operations are
performed with a computer. Anything you need the computer to remember is a piece
of data. Simple examples of data include the number of students in class, grade point
average, name, whether a switch is in an on or off position, and so on.

14
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There are many different types of data, but this book deals mostly with four basic
types, which I describe in the next section.

Four Types of Data

The four basic types of data are called integer numbers, floating-point numbers, strings,
and Booleans. This section explains and provides examples of each of these types of data.

Integers

Integer numbers (or simply, integers) are counting numbers, like 1, 2, 3, but also include
0 and negative numbers. The following are examples of data that is expressed as integers:

e Number of people in a room

e Personal or team score in a game
e Course number

e Date in a month

o Temperature (in terms of number of degrees)

Floats

Floating-point numbers (or simply floats) are numbers that have a decimal point in
them. The following are examples of data that is expressed as floating-point numbers:

e Grade point average
o Price of something
e Percentages

o Irrational numbers, like pi

15
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Strings

Strings (also called text) are any sequences of characters. Examples of data that is
expressed as strings include the following:

¢ Name

e Address

e Course name

o Title of a book, song, or movie
e Sentence

¢ Name of a file on a computer

Booleans

Booleans are a type of data that can only have one of two values: True or False. Booleans
are named after the English mathematician George Boole, who created an entire field of
logic based on these two-state data items. The following are some examples of data that
can be expressed as Booleans:

o The state of a light switch: True for on, False for off

o Inside or outside: True for inside, False for outside

o  Whether someone is alive or not: True for alive, False for dead

o Ifsomeone is listening: True for listening, False for not listening

It might seem that integer and floating-point data have overlaps. For example, there
is an integer 0 and there is a floating-point 0.0. There is an integer 1 and a floating-point
1.0. Although these may appear to be the same thing to us humans, integers and floats
are handled very differently inside the computer. Without getting too wrapped up in the
details, it is easier for the computer to represent and operate with integers. But when
we have a value with a decimal point, we need to use a floating-point number instead.
Whenever we represent a value, we choose the appropriate numeric data type. As you
will see, Python makes a clear distinction between these two types of data.

There are many other types of data in the computer world. For example, you are
probably familiar with music being stored in MP3 format or video being stored in MP4.
These are other representations of data. However, to make things simple and clear, I'll
use just the four basic types of data in most of this book.
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