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Introduction

This book was written with a clear goal in mind: to be the book that I needed to read
when I started my career in tech. Each chapter was crafted so that you will only be taught
what you need to know as a beginner. It isn’t a full reference book, but it can get you far
enough to have a big impact on your career.

After reading this book, you will have the best tools for Version Control and Project
Management.

Who is this book for

The targeted audience of this book is the absolute beginner with Git and GitHub and the
people who have used them a little but want to know more. If you are searching for the
best way to quick-start in the right direction, this book is for you.

How to use this book

Git is a very easy tool to learn, but you need to work with it to get the hang of it. The best
way to learn is to directly use it on one of your real projects. Just reading the book and
not doing any of the exercises will lengthen your learning curve.

Xix
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Version Control with Git



CHAPTER 1

Version Control Systems

This is our first jump into Version Control Systems (VCSs). By the end of this chapter, you
should know about Version Control, Git, and its history. The main objective is to know in
which situations is Version Control needed and why Git is a safe choice.

What is Version Control?

As the name implies, Version Control is about the management of multiple versions of a
project. To manage a version, each change (addition, edition, or removal) to the files in a
project must be tracked. Version Control records each change made to a file (or a group
of files) and offers a way to undo or roll back each change.

For an effective Version Control, you have to use tools called Version Control
Systems. They help you navigate between changes and quickly let you go back to a
previous version when something isn’t right.

One of the most important advantages of using Version Control is teamwork.

When more than one person is contributing to a project, tracking changes becomes

a nightmare, and it greatly increases the probability of overwriting another person’s
changes. With Version Control, multiple people can work on their copy of the project
(called branches) and only merge those changes to the main project when they (or the
other team members) are satisfied with the work.

Note This book was written from a developer point of view, but everything in
it applies to any text files, not just code. Version Control Systems can even track
changes to many non-text files like images or Photoshop files.

© Mariot Tsitoara 2020
M. Tsitoara, Beginning Git and GitHub, https://doi.org/10.1007/978-1-4842-5313-7_1



CHAPTER 1  VERSION CONTROL SYSTEMS

Why do you need one?

Have you ever worked on a text project or on a code that requires you to recall the
specific changes made to each file? If yes, how did you manage and control each version?
Maybe you tried to duplicate and rename the files with suffixes like “review,” “fixed,” or
“final”? Figure 1-1 shows that kind of Version Control.

local ves. local ves local ves local ves local ves
xcf (copy).xcf (Final).xcF (Final) (reviewed).
(copy).xcf xcf

Figure 1-1. Gimp files with suffixes like “final,” “final (copy),” and “reviewed”

The figure shows what many people do to deal with file changes. As you can see,
this has the potential to go out of hands very quickly. It is very easy to forget which file is
which and what has changed between them.

To track versions, one idea is to compress the files and append timestamps to the
names so that the versions are arranged by date of creation. Figure 1-2 shows that kind to

version tracking.

bl Lm. e e

local ves local ves local ves_ localves

20190501. 20190502. 20190504. 20190504

zip zip zip (reviewed).
zZip

Figure 1-2. Compressed version files sorted by dates

The solution shown in Figure 1-2 appears to be the perfect system until you realize
that even though the versions are tracked, there is no way to know what are the contents
and descriptions of each version.

4



CHAPTER 1 VERSION CONTROL SYSTEMS

To remediate that situation, some developers use a solution like the one showed in
Figure 1-3, which is to put the change summary of each version in a separate file.

— — f— — P ey

- L W R

local ves history local ves_ local ves_ local ves_ local ves_
20190501. 20190502. 20190504. 20190504
zip zZip zip (reviewed).

zip

20190501 installation of wordpress
20190502 - plugins and theme customizations
20190504 - fixed database configs

20190504 - sent to remote server [review]

PlainText ¥ Tabwidth:8 = Ln5, Col 1 v INS
T —

Figure 1-3. A separate file where each version is tracked

As Figure 1-3 shows, a separate file accompanies the project folder with a short
description of the change made. Also note the many compressed files which contain the
previous versions of the project.

That should do it, right? Not quite, you would still need a way to compare each version
and every file change. There is no way to do this in that system; you just need to memorize
everything you did. And if the project gets big, the folder just gets bigger with each version.

What happens when another developer or writer joins your team? Would you email
each other the files or versions you edited? Or work on the same remote folder? In the
last case, how would you know who is working on which file and what changed?

And lastly, have you ever felt the need to undo a change you made years ago without
breaking everything in the process? An unlimited and all-powerful ctrl-z?

All those problems are solved by using a Version Control System or VCS. A VCS
tracks each change you made to every file of your project and provides a simple way to
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compare and roll back those changes. Each version of the project is also accompanied
by the description of the changes made along with a list of the new or edited files. When
more people join the project, a VCS can show exactly who edited a particular file on
a specific time. All of that makes you gain precious time for your project because you
can focus on writing instead of spending time tracking each change. Figure 1-4 shows a
versioned project managed by Git.

As shown in Figure 1-4, a versioned project combines all the solutions we tried in
this chapter. There are the change descriptions, the teamwork, and the edit dates.

mariot@lenovo-ideapad: ~/Projects/Rocket

File Edit View Search Terminal Help
3 f 3 f HEAD -> master,
r: Oliver Scherer < J 891676564198441@0l1-obk.de>
Tue Jan 22 1 { +B188

Always produce a valid, if conservative, subspan.

: jeb <jebgj
Sun Dec 36 1

Author: Sergilo Benit
Date: L

Remove duplicate 'use' inm 'helmet' tests.

: Sergio Benitez
Wed Feb 6 19

Update deprecated 'trim_right()' to 'trim_end()'.
Sergio Beni 34,7 gio.bz>
Wed Feb 6 2619 -0866
e explicit associated type in 'IntoOwned® impl.
Sergio Benitez
Wed Feb 6 17: 11 2¢
Update 'Ro ::custom()' docs to match signature.

Resolves #910.

19 -0860

change ‘rocket_contrib’ to not depend on default features from “rocket”.

Figure 1-4. A project versioned by Git

Let’s find out more about Version Control Systems.
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What are the choices?

There are many flavors of Version Control Systems, each with their own advantages and
shortcomings. A VCS can be local, centralized, or distributed.

Local Version Control Systems

These are the first VCSs created to manage source code. They worked by tracking the
changes made to files in a single database that was stored locally. This means that all the
changes were kept in a single computer and if there were problems, all the work were
lost. This also means that working with a team was out of the question.

One of the most popular local VCSs was Source Code Control System or SCCS, which
was free but closed source. Developed by AT&T, it was wildly used in the 1970s until
Revision Control System or RCS was released. RCS became more popular than SCCS
because it was Open Source, cross-platform, and much more effective. Released in 1982,
RCS is currently maintained by the GNU Project. One of the drawbacks of these two local
VCSs was that they only worked on a file at a time; there was no way to track an entire
project with them.

To help you visualize how it works, here’s Figure 1-5 which shows an illustration of a
simple local VCS.

user's computer

database

file version 1

version 2

version n

Figure 1-5. How a local VCS works

As you can see in Figure 1-5, everything is on the user’s computer, and only one file is
tracked. The versioning is stored in a database managed by the local VCS.
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Centralized Version Control Systems

Centralized VCS (CVCS) works by storing the change history on a single server that the
clients (authors) can connect to. This offers a way to work with a team and also a way to
monitor the general pace of a project. They are still popular because the conceptis so
simple and it’s very easy to set up.

The main problem was that, like local VCS, a server error can cost the team all their
work. A network connection was also required since the main project was stored in a
remote server.

You can see in Figure 1-6 how it works.

USER 1
file SERVER
database
version 1
version 2

USER 2
file version n

Figure 1-6. How a centralized VCS works

Figure 1-6 shows that a centralized VCS works similarly to a local VCS, but the
database is stored in a remote server.

The main problem faced by team using a centralized VCS is that once a file is being
used by someone, that file is locked and the other team members can’t work on it. Thus,
they had to coordinate between themselves just to modify a single file. This creates a lot
of delays in development and is generally source to a lot of frustration for contributors.
And the more members are on the team, the more problems arise.

In an effort to counter the problems of local VCS, Concurrent Version System or
CVS was developed. It was Open Source and could track multiple sets of files instead
of a single file. Many users could also work on the same file at the same time, hence the
“concurrent” in the name. All the history was stored in a remote repository, and the
users would keep up with the changes by checking out the server, meaning copying the
contents of the remote database to their local computers.
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Apache Subversion or SVN was developed in 2000 and could be everything that CVS
could, with a bonus: it could track non-text files. One of the main advantages of SVN was
that instead of tracking a group of files like the previous VCS, it tracks the entire project.
So, it is essentially tracking the directory instead of files. That means that the renaming,
adding and removing are also tracked. This made SVN, along with it being Open Source,
avery popular VCS; and it is still wildly used today.

Distributed Version Control Systems

Distributed VCS works nearly the same as centralized VCS but with a big difference:
there is no main server that holds all the history. Each client has a copy of the repository
(along with the change history) instead of checking out a single server.

This greatly lowers the chance of losing everything as each client has a clone of
the project. With a distributed VCS, the concept of having a “main server” gets blurred
because each client essentially has all the power within their own repository. This greatly
encouraged the concept of “forking” within the Open Source community. Forking is
the act of cloning a repository to make your own changes and have a different take on
the project. The main benefit of forking is that you could also pull changes from other
repositories if you see fit (and others can do the same with your changes).

A distributed Version Control System is generally faster than the other types of VCS
because it doesn’t need a network access to a remote server. Nearly everything is done
locally. There is also a slight difference with how it works: instead of tracking the changes
between versions, it tracks all changes as “patches.” This means that those patches can be
freely exchanged between repositories, so there is no “main” repository to keep up with.

Figure 1-7 shows how a distributed VCS works.
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USER 1
file
database
version 1

version 2

version n

SERVER
database

version 1
version 2

version n
USER 2
file
database
version 1
version 2

version n

Figure 1-7. How a distributed VCS works

Note By looking at Figure 1-7, it is tempting to conclude that there is a main
server that the users are keeping up with. But it isn’t the case with a distributed
VCS, it is only a convention that many developers follow to have a better workflow.

BitKeeper SCM was a proprietary distributed VCS released in 2000 which, like SCCS
in the 1970s, was closed source. It had a free “Community Version” that lacked many of
the big features of BitKeeper SCM, but since it was one of the first distributed VCSs, it
was pretty popular even in the Open Source community. This popularity of BitKeeper
plays a big role in the creation of Git. It is now an Open Source software, after having
its source code released under the Apache License in 2016. You can find the current
BitKeeper project on www.bitkeeper.org/; the development has slowed down, but there
is still a community contributing to it.
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What is Git?

Remember the proprietary distributed Version Control System BitKeeper SCM from
the last section? Well, the Linux kernel developers used it for their development. The
decision to use it was wildly regarded as a bad move and made many people unhappy.
Their fears were confirmed in 2005 when BitKeeper SCM stopped being free. Since it was
closed source, the developers lost their favorite Version Control System. The community
(led by Linus Torvalds) had to find another VCS, and since an alternative was not
available, they decided to create their own. Thus, Git was born.

Since Git was made to replace BitKeeper SCM, it worked generally the same with
a few tweaks. Like BitKeeper SCM, Git is a distributed Version Control System, but it is
faster and works better with large projects. The Git community is very active, and there
are many contributors involved in its development; you can find more about Git on
https://git-scm.com/. The features of Git and how it works are explained later in
this section.

What can Git do?

Remember all those problems we tried to solve at the beginning of this chapter? Well, Git
can solve them all. It can even solve problems you didn’t know you had!
First, it works great with tracking changes. You can

e Go back and forth between versions
o Review the differences between those versions
e Check the change history of a file
o Taga specific version for quick referencing
Git is also a great tool for teamwork. You can
o Exchange “changesets” between repositories
e Review the changes made by others

One of the main features of Git is its Branching system. A branch is a copy of a project
which you can work on without messing with the repository. This concept has been
around for some time, but with Git, it is way faster and more efficient. Branching also
comes along with Merging, which is the act of copying the changesets done in a branch
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back to the source. Generally, you create a branch to create or test a new feature and
merge that branch back when you are satisfied with the work.

There is also a simple concept that you might use a lot: Stashing. Stashing is the act
of safely putting away your current edits so that you have clean environment to work on
something completely different. You might want to use stashing when you are playing
around or testing a feature but need to work on a new feature in priority. So, you stash
your changes away and begin to write that feature. After you are done, you can get your
changes back and apply them to your current working environment.

As a little appetizer, here are some of the Git commands you will learn in this book:

$ git log
$ git branch

Check the history of the project
List, create or delete branches
$ git merge Merge the history of two branches together

$ git stash

$ git init # Initialize a new git database
$ git clone # Copy an existing database
$ git status # Check the status of the local project
$ git diff # Review the changes done to the project
$ git add # Tell Git to track a changed file
$ git commit # Save the current state of the project to database
$ git push # Copy the local database to a remote server
$ git pull # Copy a remote database to a local machine
#
#
#
#

Keep the current changes stashed away to be used later

Asyou can see, the commands are pretty self-explanatory. Don’t worry about
knowing all of them by heart; you will retain them one by one when we will properly
begin the learning. And you will not also use them all the time, you will mostly use
git add and git commit. You will learn about each command, but we will focus on the
commands that you will likely use in a professional setting. But before that, let’s see the
inner working of Git.

How does Git work?

Unlike many Version Control Systems, Git works with Snapshots, not Differences. This
means that it does not track the difference between two versions of a file, but takes a
picture of the current state of the project.

12
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This is why Git is very fast compared to other distributed VCSs; it is also why
switching between versions and branches is so fast and easy.

Remember how a centralized Version Control System works? Well, Git is the
complete opposite. You don’t need to communicate with a central server get work done.
Since Git is a distributed VCS, every user has their own fully fledged repository with
their own history and changesets. Thus, everything is done locally except the sharing
of patches or changesets. Like previously said, a central server is not needed; but many
developers use one as convention as it is easier to work that way.

Speaking of patch sharing, how does Git know which changesets are whose? When
Git takes a snapshot, it performs a checksum on it; so, it knows which files were changed
by comparing the checksums. This is why Git can track changes between files and
directories easily, and it also checks for any file corruption.

The main feature of Git is its “Three States” system. The states are the working
directory, the staging area, and the git directory:

o The working directory is just the current snapshot that you are
working on.

o The staging area is where modified files are marked in their current
version, ready to be stored in the database.

o The git directory is the database where the history is stored.

So, basically Git works as follows: you modify the files, add each file you want to
include in the snapshot to the staging area (git add), then take the snapshot and add
them to the database (git commit). For the terminology, we call a modified file added
to the staging area “staged” and a file added to the database “committed.” So, a file goes
from “modified” to “staged” to “committed.”

What is the typical Git workflow?

To help you visualize all that we talked about in this section, here is a little demo of what
a typical workflow using Git is like. Don’t worry if you don’t understand everything right
now; the next chapters will get you set up.
This is your first day of work. You are tasked to add your name to an existing project
description file. Since this is your first day, a senior developer is there to review your code.
The first thing you should do is get the project’s source code. Ask your manager for
the server where the code is stored. For this demo, the server is GitHub, meaning that the

13
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Git database is stored on a remote server hosted by GitHub and you can access it by URL
or directly on the GitHub web site. Here, we are going to use the clone command to get
the database, but you could also just download the project from the GitHub web site. You
will get a zip file containing and the project files with all its history.

So, you clone the repository to get the source code by using the “clone” command.

git clone https://github.com/mariot/thebestwebsite.git

Git then downloads a copy of the repository in the current directory you are working
from. After that, you can enter the new directory and check its contents as shown in
Figure 1-8.

oT@ 1deap

Mar i1enov pad ~/Documents /Boky/raw (master)
$ cd thebestwebsite/

Mariot@le sapad ~/Documents /Boky/raw/thebestwebsite (master)
$ dir

gulpfile.js LICENSE nginx package.json README.md src vyarn.lock
Mariot@lenovo-ideapad ~/Documents /Boky/raw/thebestwebsite (master)
$|

Figure 1-8. The contents of the repository is shown

If you want to check the recent changes made to the project, you can use the “log”
command to show the history. Figure 1-9 shows an example of that.
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Mariot@lenovo-ideapad MIN 4 ~/Documents/Boky/raw/thebestwe
$ git log

commit 0cc01f912449ed913c9f48673a4b450a66951f31 (HEAD -> mas
Author: Denys Vitali <denys@denv.it>

Date: Fri Jan 18 17:44:45 2019 +0100

Add Hugo Theme references
Reference: https://github.com/hugomodo/hugomodo-best-mot
commit 033eb62a526e4ffd9c73257ab37e76c9d484cd74
Author: Denys Vitali <denys@denv.it>
Date: Thu Jan 10 10:46:28 2019 +0100
Fix #31, add inverted-contrast mode
commit 74452d4c8cacb2dcad4431532eb99ccac4b00eac
Merge: 13e4f7e 6c3ba3l
Author: Denys Vitali <denys@denv.it>
Date: Mon Nov 12 10:12:39 2018 +0100
Merge pull request #30 from numbermaniac/patch-1
create -> created
commit 6c3ba31b95190fdaecf95b9af2b9d2f5554d7203
Author: numbermaniac <numbermaniac@users.noreply.github. com>

Date: Sun Nov 11 11:22:45 2018 +1100

create -»> created

Figure 1-9. A typical Git history log

Nice! Now you should create a new branch to work on so that you don’t mess up with
the project. You can create a new branch by using the “branch” command and checking
it out with the “checkout” command.

git branch add-new-dev-name-to-readme
git checkout add-new-dev-name-to-readme

Now that the new branch is created, you can begin to modify the files. You can use
whatever editor you want; Git will track all the changes via checksums. Now that you made
the necessary changes, it is time to put them on the staging area. As a reminder, the staging
area is where you put modified codes that are ready to be snapshotted. If we modified the
“README.md"” file, we can add it to the staging area by using the “add” command.

git add README.md
15



CHAPTER 1  VERSION CONTROL SYSTEMS

You don’t have to add every file you modified to the staging area, only those which
you want to be accounted in the snapshot. Now that the file is staged, it is time to
“commit” it or putting its change in the database. We do this by using the command
“commit” and attaching a little description with it.

git commit -m "Add Mariot to the list of developers”

And that’s it! The changes you made are now in the database and safely stored. But
only on your computer! The others can’t see your work because you worked on your
own repository and on a different branch. To show your work to others, you have to push
your commits to the remote server. But you have to show the code to the senior dev first
before making a push. If they are okay with it, you can merge your branch with the main
snapshot of the project (called the master branch). So first you must navigate back to the
master branch by using the “checkout” command.

git checkout master

You are now on the master branch, where all the team’s work is stored. But the time
you worked on your fix, the project may have changed, meaning that a team member
may have changed some files. You should retrieve those changes before committing your
own changes to master. This will limit the risk of “conflicts” which can happen when
two or more contributors change the same file. To get the changes, you have to pull the
project from the remote server (also called origin).

git pull origin master

Even if another coworker changed the same file as you, the risk of conflicts is low
because you only modified a line. Conflicts only arise when the same line has been
modified by multiple people. If you and your coworkers changed different parts of the
file, everything is okay.

Now that we kept up with the current state of the project, it’s time to commit our
version to master. You can merge your branch with the “merge” command.

git merge add-new-dev-name-to-readme

Now that the commit has been merged back to master, it is time to push the changes
to the main server. We do that by using to “push” command.

git push
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